**Basic Data Types in Python**

A **data type** is a characteristic that tells the compiler (or interpreter) how a programmer intends to use the data. There are two general categories of data types, differing whether the data is changeable after definition:

1. **Immutable**. Data types that are not changeable after assignment.

2. **Mutable**. Data types that are changeable after assignment.

**Note**: Variable IDs change when changing data for immutable types, whereas mutable types retain the same variable ID after the change. Check the variable ID with the built-in function **id(<variable>)**.

Variables store different types of data. Creating a variable of a particular data type creates an object of a data type class. The Python interpreter automatically assumes a type when creating a variable.
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The data type of any object is found using the built-in **type()** function. The output shows the name of the class for the given object.

**Numeric Type**

Numeric type objects represent number values. They are divided into three subgroups:

* Integers
* Floating Point Numbers
* Complex Numbers

**Integers**

Integer values belong to the **int** class. Specifically, integers represent positive or negative whole numbers without a decimal. Some examples of integers include:

print(0, "is", type(0))

print(-1, "is", type(-1))

print(10, "is", type(10))

print(1234567890, "is", type(1234567890))
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Integers have unlimited precision. There is no distinction between long and short numbers. The length depends on the computer memory:

very\_long = 1234567890123456789012345678901234567890123456789012345678901234567890123456789012345678901234567890

print("Long numbers are type", type(very\_long), ", such as this one:", very\_long)
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Binary, octal and hexadecimal number bases also evaluate to integers:

print(0b1010, "in base 2 is 1010 and the type is ", type(0b1010))

print(0o12, "in base 8 is 12 and the type is ", type(0o12))

print(0xA, "in base 16 is A and the type is ", type(0xA))
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Printing the values converts to their base ten forms automatically.

**Note**: One key skill in writing code with Python is the ability to use comments. Comments are usually used to leave notes about the function of the code. However, they can also be used to disable parts of the code. Learn [how to comment in Python](https://phoenixnap.com/kb/how-to-use-comments-in-python) effectively.

**Floating-Point Numbers**

Floating-point numbers in Python are numbers defined with a decimal point. The class type is **float**. For instance:

print(0.1, "is", type(0.1))

print(-1.0, "is", type(-1.0))

print(10., "is", type(10.))

print(123.4567890, "is", type(123.4567890))
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Internally, they are binary fractions, which means the number approximates the decimal counterpart. The difference between the real and the approximated value is often unnoticeable. Rounding the value yields the exact number. For example:

![Floating-point evaluation example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyAAAABQCAMAAADWZOEGAAAAJ1BMVEV9fHj39/eyayP9+M54wPfE8vcQlL9GK4kJh2F6IToFBQXxv3j///8gVE/FAAACsklEQVR42u3c0W7bMAxAUUmkaEvk/3/vHhQ7dhJl2NOc5B6g60ZVeWh7YcsBljqAqdQzgAkCAQgEIBCAQAACAQgEIBCAQAACAQgEAIEABAIQCEAgAIEAHxOIpzrfIslOX7uudv7netyczsvAxwciKb0JxO0UiFvOh4Gkmt3uu12zJOX7jC8KxKvMA5GU3Z6ayTlL0UMkT8vA99xiybtbrEkgmUBAIK9+4cc91P0Kcj6jZF8r32f8biCSNGcf/wVEnSwDvxrI9lBru4Icj+j0gd8NxFfLx4e+I5C9D1+VPvCNgXhKbx70pnUdb2347c91XVfdriByWNZ9mUMIvuoKAoBAAAIBCAQgEIBAAAIBCAQgEIBAAAIBQCAAgQAEAhAI8L8DCQATBAIQCEAgAIEABAIQCEAgAIEABAIQCAACAf45kNJ719Na6TrmFhHSxrL3vtTD59vyZPy46y8vFt6NnwmuegWRVg9LvhaNKBbSNKJoSNOQVsOX8VEsb8uT8bZrMn7cFdISgeAzApGmZfwOh1v2pUYUi2IR0jSKRkir2/JkvO+ajM+7Ioo5geCygbjlww2W5aLhlsP7Ut0ivFsuGlG6Sqshreu2PBnfdk3Gjy8WPpaAKwZSTmcQWWoUDTdpS23VzbvJUouWrm7SauladFuejLddk/HDrhEkPxNc9QoSRY9/laLhfakhS/VuOdxy6RpRVNr4vC1Pxrddk/HTi1kQCK4cyP3XU1rvvY+7o/3Y4OPYEOXlGeTFeN81GZ93ld779jgLuOIhfTx7tcMFpVgeD53GAygfR4XxYXlbnoz3XZPxw67gCoLLBrK/D3IOZDuavHjrwvJ9eTI+7JqMT7sIBJe+xQJAIACBAAQCEAhAIACBAAQCEAhAIACBEAhAIACBAAQCEAhAIACBAJ8dCICpP18DP6+i8JeTAAAAAElFTkSuQmCC)

Alternatively, a number with the character *E* followed by a number indicates scientific notation:

print(1E2, "is", type(1E2))

print(1e2, "is", type(1e2))

![Scientific notation of floating-point numbers](data:image/png;base64,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)

Scientific notation belongs to the floating-point class of numbers as well. The syntax accepts both lowercase *e* as well as uppercase *E*.

Floating-point numbers after 1.79×10308 evaluate to infinity. The smallest non-zero number is 5.0×10-324. Smaller numbers evaluate to zero:
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The values correspond to 64-bit double-precision values.

**Complex Numbers**

Complex numbers are often used in mathematical sciences. Python provides a class for complex numbers called **complex**. To write complex numbers, use:

<real part> + <complex part>j

Alternatively, you can omit the real part:

<complex part>j

For example:

print(1+2j, "is", type(1 + 2j))

print(2j, "is", type(2j))
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The output shows the data belongs to the **complex** class.

**Note**: Check out our [SciPy tutorial](https://phoenixnap.com/kb/scipy-tutorial" \t "_blank) to learn about scientific computing in Python using the SciPy library.

**Sequence Type**

Sequence types help represent sequential data stored into a single variable. There are three types of sequences used in Python:

* String
* List
* Tuple

Individual sequence types differ from one another when it comes to changeability and order.

**Strings**

Strings are a sequence of bytes representing Unicode characters. The string type in Python is called **str**.

**Create a String**

Depending on the use case and characters needed, there are four different ways to create a string. They differ based on the delimiters and whether a string is single or multiline.

1. Create a string by using **double quote delimiters**:

print("This is a string with 'single' quotes delimited by double quotes")

A string delimited with double quotes is helpful for strings containing single quotes or apostrophes. Alternatively, you can use escape characters:

print("Thanks to the \"\\\" character, we can use double quotes inside double quote delimiters")

![String with double quote delimiters](data:image/png;base64,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)

The example additionally shows how to display the backslash character in a string.

2. Create a string by using **single quote delimiters**:

print('This is a string with "double" quotes delimited by single quotes')

Python strings delimited by single quotes are valid when a string contains a double quote. Another way is to use escape characters. For instance:

print('Thanks to the \'\\\' character, we can use single quotes inside single quote delimiters')
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There are two ways to delimit a multiline string.

a) Create a multiline string by using **triple single quote delimiters**:

print('''This is a multiline string

with 'single', "double" and """triple-double""" quotes

delimited with triple single quotes''')
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Use the triple single quotes to delimit a string if it contains both single, double, triple double quotes or ends in a double quote.

b) Create a string by using **triple double quote delimiters**:

print("""'This is a multiline string

with 'single', "double" and ```triple single``` quotes

delimited with triple double quotes'""")
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Use the triple double quote delimiter for strings containing single, double, triple single quotes or strings ending in a single quote.

**Access Elements of a String**

Strings in Python are arrays of characters. To access individual elements, use indexing:

s = "phoenixNap"

s[0], s[2], s[-1]
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To access parts of a string, use slicing:

print(s[0:7])

print(s[-3:])
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Access the first element at index 0. Counting backward starting from -1 accesses the end of a sequence.

Since strings are arrays, you can loop through all the characters by using a **for** loop:

for letter in s:

print(letter)
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The code prints all letters of a string one by one.

**Lists**

A Python list is an ordered changeable array. Lists allow duplicate elements regardless of their type. Adding or removing members from a list allows changes after creation.

**Create a List**

Create a list in Python by using *square brackets*, separating individual elements with a comma:

A = [1, 2, "Bob", 3.4]

print(A, "is", type(A))

![Example of a List in Python](data:image/png;base64,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)

Make a *nested list* by adding a list to a list:

B = [A, 2, 3, 4]

print(B, "is", type(B))

![Example of a nested list](data:image/png;base64,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)

Since Python lists are changeable, they allow creating empty lists and appending elements later, as well as adding or removing members to an existing list.

**Access Elements of a List**

Lists are a sequence of elements. Access members by using indexing notation, where the first element is at index 0:

A[0], A[3], A[1]

![Access elements of a list](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyAAAABGCAMAAAAD6wCAAAAANlBMVEUhIU8AAABxEmvYn0z40peNOTe2cAOurW8BAXj39/f5+tr////L5+kHVaJgrugKiF4Li8OEd4R8RXewAAADJUlEQVR42u3azZaiMBBAYUKKaCUhhPd/2VmEn2ATxkWfM8rcb6eddqFci4CdAdDUGQXQQCAAgQAEAhAIQCAAgQAEAhAIQCAAgQD4xUC8MyZXDwdj0sVyZ8wYDw/z+6vt8SHwbwN5zBeHowxjVFXvSg8yTVPU6onXjp5RVbX8UeZpWsKw+byMtK9WlXlZJSMfGD4kED/Hq0BsGqpAZI4qOTYDkdEeDvmtjNNAfP/I1WrJjy0QJgg+JJBH9BeBeJds2nuwWdU/UjMQm8uX//5HuQhERt/Hfd6kbRUTBB90iiUXgUgfZYxrD/6R1D+mZiDepfqQ17WmRiAulVfZVlsmCD4vkKsJYrP6vg7ETklyKxDpo9aHvFzuQXwfy/MngfCB4RsmiHepHL9rIFNStc0JYvPy7V+fYsVWIDJGlT4yQfC1E0QGY4wZ43t7EO+MMeZ5CGR58bNAnDHGmMQEwddOEBljOXFar2JN6XgVSw53R7aTscYEWa4ZV9NJXWaC4JMDkXme51Yibh0W1X2QXN8H8fUhX45rO8b1utT0sgdZb5NsGxZVea6r/Tyt65kg+KAJ8o4fZ1RrIC43w3rdnaiqOx0NP1YzQXCPQGzjJyTngYgZY3gvED4wfFkg/BYLBAIQCAACAQgEIBCAQAACAQgEIBCAQAACAUAgwF8CCQAaCAQgEIBAAAIBCAQgEIBAAAIBCAQgEADXgciov/Tavo+8wbhZIFKOahnyyRHvOtPFl2fi6bIcQgj211oDPiMQ71I5tF0+/wd51kXY6WRK2BT8kEIIobwYcJtAygmWpNAMpC5C+tg4jSr/Lpxk4V6BbN/5rUBsPowbfxmIZ4TgVoH460D8cNiDyKiNQGRZRiC4VyDD3ybIviL4PjauVMm6yGbeYvw/E+Q4FMR0puu63O6DCYKb70Fcl8426dvTZYLIUF/Q3ftgD4KbBVKu4vqh60yXQwhi0nELUjYXL4F4V1/8dZ1Z7pdwFQs3C+T1O3+fBpfc+S1BBghuFsjxS9//OMM6Jea8D+6k43aB8Fss4CoQAAQCEAhAIACBAAQCEAhAIMBtAgHQ9AeXIEAbFtA8CQAAAABJRU5ErkJggg==)

Slicing a list returns all the elements between two indexes:

A[0:2]

![List slicing](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyAAAABQBAMAAAATlAwHAAAAIVBMVEXi6t8DAwOmll4KiZGS0fX39/cePZZ+ARb4yoyzahj///+DoZDHAAABzklEQVR42u3dvUrDUBiA4VIISraDP4Nj2wsQkgx2LAQkUw0Ek62DvYBicbeBdpaKu4OQ5Co9SdQmdj/nE9+3EDgnWx4+8rN0oEhUg4uEBHUHCCAECCAECCAECCAECCD0h0AyFXSXqVpyzQyCjMLe1X/SIHon95rt1PP1YcE1MwcynPVBbsIaJPXT6+askztJyoQYBJlseiDZbVCDxMF8kpwEeiMPmRCjIMmwB7I9XTQgYewfQJgQkyD9Ccnn6wZk5uftxph7iNUJedW/GsRPJs061lPChNibkHSlLp3mHvIFMnaYEJsToq/9c/j9lKXvIXH9rMWEmATZjLovIpl+xgra9xCnBtl4XsCEmJ2Q47Kwv2ZCpIEwIZZB+JYlC4QAAYQAIUAAIUAAIUAAIUAAITkgVxUJ6h0QQAgQQAgQQAgQQAgQQEggSKmWv08Vx1tkDiTSAo8djAd9AMQuyHb/s33vbl1ALIMU033nxC4CxPaEVIAIBtlzDxEFUi4BEQXy5gIiAqQ8b5eLChDbIB8rdVYVLchOqSkg1ieknor14RwgAkBeIkBkgPAtSxYIAUKAAEKAAEKAAEKAAEKAECCAECCAECCAECD/E4Q/zJbVJ1a9OHLb0rrKAAAAAElFTkSuQmCC)

Negative indexes are also possible:

A[-1]

![Negative indexing in a list](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyAAAABQBAMAAAATlAwHAAAAGFBMVEWg2/sNhX1mCRcBAQHm27X///+0ahr39/fOwz6VAAABV0lEQVR42u3dsWrCQBzAYYeWrGaQrEJfwBJK50sfodX5go/Q1Lx+k2jFdOlm/pTvh6Ah233cnSdIVrVCtXrtFahPIEAEBIiAABEQIAICREAE5J+AHJ+vH5u6MF73BenWs3tN1ff5cqcdr4HcF6TLeXavzVeQlIAsAPIwB8ntD0hXAFlkyZqBdNt0nSE9kOVBTtUgACQQSHGqRpBTuQYSAaSp68oMCQSShl0EyKLfssry9iDSjq8LSFuWQEKc1G/nDBAgQH7nt6xgIAICREAEBIiAABEQIAICRHFAXvYK1DsQIAICRECACAgQAQEiIPoD5FDvzteHnTGJMUOax+ktZWMSCeRjCyQISPqaVqwNkBggx/Pe0fRAgsyQw7Rk5T2QKCCbcQt5Gv5XaFCibOpvm2mOKMo5BIiTuoAAERAgAgJEQIAIiIAAERAgAgJEQIAIiG5BPDA7Vt89mtJmWAsT7AAAAABJRU5ErkJggg==)

The **-1** index prints the last element in the list. Negative indexing is especially useful for navigating to the end of a long list of members.

**Tuples**

Python Tuples are an array of unchangeable ordered elements. Once a tuple is stored into a variable, members cannot be added or removed. A tuple allows duplicate members of any type.

**Create a Tuple**

To create a tuple, use the standard round brackets, separating individual elements with a comma:

t = ("bare", "metal", "cloud", 2.0, "cloud")

print(t, "is", type(t))

![Example of a Tuple in Python](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyAAAABkCAMAAABJj6S9AAAAgVBMVEX+/v769sP+/vL39/fq+/vO+vrA9fik4vu+4PauyfeusOikj8SQrMxqgId+stt5tN6Dx/xcqOcaiMgJiFoYXacTE3hQU6BbFnikE4V+ZH+pY515XianoGT8yYblqV/NoWTJhRO6gCauXhm3PhyiExObGV6FICFfHB4wEhIAAAAhISFFfhOmAAAKR0lEQVR42u2dDXeiOhCGSV2r1rVHqd6ttok0h7an/P8feGfyAYTP2FVve/u+Z88qFMKA82QmgYTkA4KgXiUfEwiCegRAIAiAQBAAgSAAAkEABIIACAQBEAgCIBAEQCAIgEAQBEAgCIBAEACBoO8IiErpP70U+R19Xw5uKl/n6nEau7ohkeevc/N5J/NF++/OBK8sry8Fyu5aW5+mhgnesi7pRbm1eLyFE35LQI6ref9e2Wa4VLm7vRQg8tDwy1MAsRycCoh8eHiY1ZafHx7SUUC8ZSOATNQWTvgNARH73/vPAyLytfM5coUxQMTjtOn0A6t7AKEDdfqjMyESkNbW9gir28kxrSr6YzoRz5sutw9NGASk2nqssoG+IiDHuegHRJmRVulIglUtLSmzYb/TeX5gzxfmc6LyfDyHUsv8UeaEmDQpC+2a291sYUNuGGCVu+TKAkKHzh26whU2nFuJ1Sz4ekzHj+UBsLmWryrMGdQplH+QZH3HFEv8RQTR68DHyV0kueGR3YS+kr8IchFepQ6jgLzO9YGcmL2N9/ARxBUWCYgsNzKAcEG8ih2Wv2fLgdDSBESmnHSlt6PHspapw68J54oeEDL6JgxT4dWC/n+A2IiyruUWszAIcL258N/NV3LHbBHj3bSDXpATK/Jf41i1FMvkblGA6LsgxTKL9M1FEBNEhgF5riKGTMUqvV3NRo9lLDNny4Y7QCTx0gAEOdZPiyDyTwuQG9MuJS1tTmMTroGOngAQ2iXLXWriAHGFxQEiqpzGArIIAJGjgNQzKhM9uF0ydiwLCP83DIhK4YaIIJxW2R4t6QFZxNjnI0jpvxaQqnssLoIsWhHkRt/5FGs0gtSb6Dbbkun4saoIwv8hgvwkQEb6JhttkCVn4sZLRC2CtDpxZVe730eQRmbvC2sBIt+7TKuOZTjgRdcEEtTi58JU0EjXu1kXH8eHtUu3TC9Wp8HVsaxlGbdBDq71tTQrsxxtkO8OiNyv9quBOyF6uBdrGzbSq16rYwVIub5KTrb9EcT0DZk9beeXK0y28jS960p+lOlZsn1gd2bR7KTz12db9lLdBTFxXQ8ZDw/2zsezAYTvg2x6DfbHKi3LrN20fDguzV/vMvRiff8I8jdy90FOlT5HMp6d48ab3M2uZzAyrB8HiLuTfprUxxncTX5sz8F3FB9nMRh30n8kIOiZiYYRz2L9SEAgCIBAEACBIAACQRAAgSAAAkFfDhD11PNg1cBjFOWYOhHcT//0uNfgCTD5j/3M8BgHdBFAnver+08D8uKXMnM7RG7PAMjoExna3JH296XtkZsPFkPQeQCR9xOxv/9soR4Qd0O9G5DoUbJxgLg70uWDGy52Sdyohi6UYh17ATnO9dN+yiBkT/v5ROgn8+ivW509se69k8p3fhi+/9kTZcd1mCcJD/35mClkZp7y4v+e5rkpU/LaMsGqDQb2ZOBZWejqgLwQDxn99YUw4M+JOMzd6pf7KoL4Sn+sFrezOgwP6fOFcerEgYkfSKfvnEKZOOWPUUYQ3yTBQy/QZQCR/U+7MwByRZ+/7acHhMcE/a4B4pw2EpBDDCD8wRBwYKBy1YaHPq0rDqpnY5FjQZcEROwXg20MSclU2RivAVKLIOokQHgM7mIUEPJ783yfAWR3m/nBjFkLEPcNwy2gSwAy2EQvI0gHIJ+OIJNg7HgvICo1w11dBCl5QASBrgnIcBcWASD0/aQ3gmT3YRvE9bV2D4ftA6SxtR+EJV73M+v+It9UI5s8B+XwCrRBoAsCclzxmNu+RsiL66XykYJ7rbiB7iOI0K4Xy1XnyvVidQ6H1W6yk7w5eVtja99fZYcMasqs7LhwW3Y5iFGjFwu6SiN9OIJEqTmw8LThsD1b2ySq5ffNkXnIsKAvD0jZdHYh4BRn7dvaQdcODHrTcWTcSYe+MiBnT3Dkh2t0tAvGs1jQVwEEggAIBEEABIIACAQBEAgCIBAEQCAIgEAQAIEgAAJBAASCAAgEQQAEggAIBAEQCAIgEARAIAiAQBAAgSAAAkEABIIACACBIAACQecAxM5EKN42k4hZCdVuesLqUFlRuOnXd51zu4WrVVH0zbFrZlq0Bn9WocGlZW3ZNwJZy5pTbqkiYg6ugfMYOPuGxHsRXuG/O3voBECEnYnwEoC0SstOAGRgEuoBQGRRNDHrNK1pcBYDiGhM2hgFSOxk2u4Yfb+A+ANA/htA3Pyd4m0dBcj2hNX9gEy7XWR6EiAd3ikep4HvU5FJ54S/TYPHAJlOJpP4aX9Db44FZHoSIObsD5hm9dKAhD+I3B5ttqGLYmvcIzM1crNi7v6JU72b8xsMxBsXQmlBYetvV9iAG4a/vdvcOhYXk9oF4yRUWLEZ9s5Zjf4kEQOT9UpfmLWM4g0HBf/+KrYkDBL16U/pr/aaqOZW0i5qF73cebzZXMsfsrWXP1mzlzNBPNKabQ0QHSZsssBEqxcGJPRZWaTGoY4zG1o0/ZZZyj6XyNFmBv1a2e7X64zd0tRwDj5fWBwgVfJgHIsKSniVByRLkySLBUS8zmjnfieqkjpTJMcbXuUBofO4CWcEDoOBnRu4Ubdz+mZK1Wmw03Fqqn0/n3Brr7DC8oC87aY35trZ7ensb4Ipu8U7Uq3LAhI6gNz+Kn8B4yKpey9g0nSV7t8225ADiH9+JYlKg+hknSQGkCr5MfsosihhEywg9G8MEJ3WPVgTtb2b6/DtbRxvuHDnnfZirPuTRgfIe3hhMpcrlRVKRRWV7flv7tUDCBGe2IqCAaEM0lyMoD7B64IuCUgjk2efYBcxoT4t8ck48BexgEizdQWILywOkOr9CRYQihgnAVJvcnD0GCC7dvIWkPUYIGG976KB9BmkK9SS0QDdpFacW/kOqXCvQUC2JSAmA2sAskM75NoRZE3VnK24PCBRcbwEZBv82GVhkREkbUcQFQ9IFmSCpg3y2utBet2KIBw/hyJI0gakQaVLsWQICEWM0nDfjdDVfTAcQVp5GVKsK7dByCcoNzCJ/3sFSKtfVrxvB1Is34qwrYGysBYguqvyq3KP0rG4pidGuG7mwlTQSM+CyFbyYVeTrxJdSY/BtQ4vY5kybZApZ17UGDMtr7D0zjZIu1PMNJ2bbSluxhVhL15X359rQXkTuBFlLohlQ6d9Fwu6VC9WUONK1+/Etw+eK0DK9TXfnvYCUvX+2LsQrjCzNvDt7vsInEdsbW8VJ2a8aPvVdnNyErIkVZvA5E2zFyituFE+I9Hdt0OMRaVlynbWcc/RMTWLm6y3F8vkTLS5Klr3Wmx1/2b7o5xFlKZuXzb2Ss4mXXuVJtF6Z4K/kqrWIVg/X3TzXhyQxnvMYpWd40WA8hzpc2Qleh6Dr/36w4H0ELoSIOIT7/STxRk8hZuXyV+XoqPuBJzF4E9dKgDy3QHBW2Hjw+bVE34A8gUAgSAIgEAQAIEgAAJBAASCAAgEARAIAiAQBEAgCIBAEACBIAiAQBAAgSAAAkEABIIACAR9eUAgCOrVv9/Flvi3ThboAAAAAElFTkSuQmCC)

Make a nested tuple by adding a tuple to a tuple:

c = (t, "computing")

print(c, "is still", type(t))
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To create a tuple with a single element, use a comma after the first element:

p = ("phoenixNap")

n = ("phoenixNap",)

print("p is", type(p), "whereas n is", type(n))
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Without a comma, the variable is a string.

Create an empty tuple using the round brackets without elements. Although it seems redundant since tuples are unchangeable, an empty tuple helps indicate a lack of data in certain use cases.

**Access Elements of a Tuple**

Tuples support indexing notation. Access individual elements by using square brackets and the index of the element:

t[0], t[1], t[-1]
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Negative indexing allows accessing elements at the end of the list.

To access parts of a tuple, use slicing notation:

t[2:4]
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The output shows the third and fourth elements of the tuple.

**Boolean Type**

Boolean data types belong to the **bool** class and determine the truth value of expressions. Objects of the Boolean type evaluate either to **True** or **False**:

print(type(True))

print(type(False))
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Booleans are a subtype of integer values. Checking the truth value of integers 1 and 0 with True and False returns true in both cases:

print(True == 1)

print(False == 0)

![Boolean aliases](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyAAAABuCAMAAADoFIfbAAAAXVBMVEX6+t/h+Pf39/f////z3v2Fy83A8Pih0/fmqv64c/96haoOkMkJiHMTW6VttfAAYP0RIEx5XiYAAAAfHyBQAXwAAP9rAP4DA4BsCQmFHmKGe2rGkG/StW7FjCalWhR3rwzTAAAEOklEQVR42u3cbVPaSgCA0RUsAaGhFkELCf//Z97dvCClEIHBMXLP+QBClXGEp7sbsoTfwEnh9wA4QSAgEBAICAQEAgIBgYBAQCAgEEAgIBAQCPQ9kOI5O3p/2Oa3+i3L3DNFjwLZPI2uDSSU7a1yGi9Wy+Tq13dYT6urN4XQm0DC+sd6dPVLug2keK0fYzx/uH5wmhbT+ouXkeeKngSyGYXTgYTNaPsc/zmGUFbX1a3d3eVzku1NsOpAJvk4DSTVjVX853hr+eFrPuSDJhCTLPo0xeoKpEwZPMXrmEG8br453R3Sq7gdQXb/5zeBLOfpqzaQcazjrKGlDaT4+eDJ4lsEEgMonh5CiiNe7wKp7t4LpH1FN4HEy8fV6LEJZJIP65Gkefm/pd2/00FZ7QLOjwVijsU3CiQNF9n+N/8TSHkQSP5+IwVSrd2z80eQ8CfzZPGtRpDuQIruQP5eUhhBuKdAwjYbnAqkXpf8uwZpAolrj8myXoOcxRqE3gVSrKNT74SEsjlK1Y4U6ahVM+OqAgnb40ex6ltxbpW3R7E+XKSH9SyqEnEUix6NIF0v2vLMxUD7PshNmGFxb4HU76TfhnfSub9AnIvF/zAQEAggEBAICAQEAt8xkIu23K7OOkXxFId76UEgYbNe59cGcrDl9nF1eE7J6opAitlsln6seHFOL18eSJEPwvraV+LBltvH1eE5IlcEEp6yQTFND+ScRfoxxdqcGkIu3HK7C2TSDiR1IOPmoxzS3R8PINNBk+wN352HTwnksi23bSDjrD2jtwqkvXsyHxzuDTnWZBzSNrN8N2+DLw6kOPm5Pxduua3XIPWPjud7gdRVpE729qY3G6ZCtX9qN5sKm6yY5fXOEHMsehBIxxLkwi237VDxHspuilXtUl+esS+kHj2KfG9ggi8MJHQcxLpwy20bSBox9kaQenr1cLiEPz6C1GuQetJnBOHLA+nq49Itt3uBPK7+DiRNrSbzc37JYtYexbIG4esD2dxwy+1ukZ6OWs2rq2W1J7354LjJWR9Mmt4HqR7HUSx6sUjvHkHOctMtt7sHNcPiTgL5jNmQd9K5n0A+YTrkXCz6HggIBBAICAQEAgIBgYBAQCAgEBAICAQ4FsgQOEEgIBAQCAgEBAICAYGAQEAgIBBAIHBpIMUieR35k8DRESRsc38P6A4kXpaLX9mw+PkwDH+yeHuxmPo7IZA2kEU+LKdNIKP0paEFgbwHEseLWEczgqRGqlhAINVlVi/a6xEkvKW1u0AQyG4NshdIFl4c10IgR0aQ11HY/hpVMy4QyMEIMiwXix/NUayFRToCAQQCAgGBgEBAICAQEAjcZyA2TEHnCOKsdvgwEBumoDMQG6agIxAbpqAjEBumoGsNsheIDVMI5PgIYsMU2DAFZwYCCAQEAgIBgYBAQCAgEBAICAQQCAgErg8EOOk/FtX7D6Zc77IAAAAASUVORK5CYII=)

The data type of the values is different. True and False are both Boolean types, whereas 1 and 0 are integer types.

**Set Type**

The Set data type is part of the **set** class. It stores data collections into a single variable. Sets are unordered and do not allow access to individual elements through indexing. Any duplicate values are ignored.

To create a set, use the curly brackets notation and separate individual elements with a comma:

s = {1, 2, 3, 3, 3, 4}

print(s, "is", type(s))

![Example of a Set in Python](data:image/png;base64,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)

Notice the multiple instances of data disappear.

**Mapping Type**

Mapping data type is represented by a Python dictionary. A dictionary is a collection of data with key and value pairs belonging to the **dict** class.

To create a dictionary, use the curly bracket notation and define the key value pairs. For example:

d = {"articles":10,

"cost":2.2,

True:"Okay!",

2:"One"}

print(d, "is", type(d))

![Example of a Dictionary in Python](data:image/png;base64,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)

The key and value pairs accept any data type. To access a value in a dictionary, use the key as index:

print("The cost is:", d["cost"])

![Accessing value of a dictionary using a key](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyAAAABQCAMAAADWZOEGAAAAVFBMVEUIWaVPUqBttO6luenI8Pn5+eP39/f5/vD8///////5+Nb5+Me926P336v946X4xoXiqVu5bROjJRCkFRVQAgKiFnOTZ4+AXiZUCn4hISEAAAAMDIL34ZmxAAAEiElEQVR42u2biXLaMBgGXVumMApYCgEKvP97VqclH3I52k48szsTDD5kMv1XnySn1Q0AilS3DQAUQBAABAFAEAAEAUAQAAQBQBAABAFAEAAEAQAEAUAQAAQB+O6CqEszu7/V9WYjj83+mI535/fupU9iunN0j5yuMufr281u1EnoP98+NiaPt5v5/pvDD4oEQSY1fxavCtLq+ElXqd66o+Ukumcazht7WRB7Ue2/pxWkfPu9bzo11vrr3K8BCJIV3Ll5ro5na7q7C/9RnkS//8kEmQhSOkuexEKC1DG91MLtgyCpsSBI2ACC9JEg9mVB2svH5WIOm0JSdivdp363uliaaV1FQdTR9c/K5kl+z6PbHzatdoe1y53kyD5cJM3ecwiFpWiz/x8sJUj6Jr6ZsPGNyRBx4yFilAwQJO9NFwSxwxTVmK3RQNUucITf7RyInf7hl5gTxNRiZ8rQ/uTdeaj08aFJgvhuvt+7KIiNsDxB0i8QhpH++tjYftxWFESeEARBnhCkcaMVVz5uxBQEsf1/nWp63O+mIZZ0VbnLC88M/Hf9OeYlFn5JkEcGav4LThOk6+cavv3YWFEQxlgI8rwgItXuvCCq2swKIqwYrR4OaNL4P+SD9iOrgiCtPh6bBwWZJEhIJ6enbT82VhRkgyAI8kqCLAuymCDjwpeZIOFY38PPzaTtdKR5TJBpgpxTgkjfimuMBIG/JYi8NEVB/EtxDuITZDJ5iPOCMAdJaXIuCOJLe9TM4Su3Uldhx7DAgxSu6ZgmmSxzc5CGOkGQQR9rESVB4ipVSAq7ahVGXH7OvryKFeJCxYWoWM39KtZJuFGPPyoHq1jKD8xkv7Y1EqTVd5GbcLt//JgOkeQxX8VKjXXFVSzKBEEe5rFHE5v4HOT/omdXZF8cIvEcBP6lIP//EXR3m39i8Z4gPElHkH8jyLfpesPfYj0Hf4sFLwkCgCAAgCAACAKAIAAIAoAgAAgCgCAACAKAIAAIAgBzguwAoACCACAIAIIAIAgAggAgCACCACAIAIIAIAgALAoiT2L7ToP6/t71AN9SkO5quYtnBdH18HR9Xbj+8HW91oOTr9UWn2AVCdK6Wn9XkN2ufHl7FtsuS5iuMjet+EeAVQjyMwjy8eW69c7mSVbs6up6/7AJW+Vyp8oj4i6cbFf/5vA1EGi7k5/14AsoIgRWlSCfZphlivjwy/X2qZD9e7vLhoA5PJ8g/oCqemNGxxEEVp4gJjbMO2U+GGVGde0lMi+m8BcFydQaDcmGQvTtAKxnDmLeaTd4qrO633qJghRdmF/PC2Kn3/VcMozMMd6RH7DGBBkVfpi7O4nacMyFQUGQQu2r4SKw/GSKDutMkG70PCMMjZSfg6Tpw3gO0QvifRvOQXo/Ojexxw9YbYK4ByP5eEj3q1i2ylU8aterUpkr/zDF7jQjsPEkXX66NS+3RFbFs69MQmAVgux8FDywqLQtfngIZh2wSkEAAEEAEAQAQQAQBABBABAEAEEAEAQAQQAAQQAQBABBABAEAEEAEAQAQQDWLggAFPkNAXzv5TkLmT4AAAAASUVORK5CYII=)

Dictionaries come in handy when storing linked data pairs.

**Managing Data Types in Python**

When writing lengthy and complex programs, managing different data types becomes a crucial aspect of tackling programming problems. It is impossible to predict the needed data type flawlessly. However, knowing how to check or change a data type is essential to programming.

**Check Data Type**

Every variable has a data type, which is checked with the built-in function **type()**:

print(type(1))

print(type(1.))

print(type(1+0j))

print(type("1"))

print(type([1]))

print(type((1,)))

print(type({1}))

print(type({1:1}))

![Checking the type of data](data:image/png;base64,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)

The example above shows several ways to write the number 1 using various data types. The function **type()** also works on variables.

**Set Data Type**

The data type in Python is set automatically when writing a value to a variable. The class constructor for each data type allows setting the specific data type of a variable as well:

|  |  |
| --- | --- |
| **Data Type** | **Constructor** |
| String | **str(<value>)** |
| Integer | **int(<value>)** |
| Floating-point | **float(<value>)** |
| Complex | **complex(<value>)** |
| List | **list((<value>, <value>))** |
| Tuple | **tuple((<value>, <value>))** |
| Boolean | **bool(<value)** |
| Set | **set((<value>, <value>))** |
| Dictionary | **dict((<key>=<value>, <key>=<value>))** |

**Convert Data Type**

Some Python data types are convertible to other data types. There are two ways to convert a variable type:

* **Explicitly**. The class constructor for data types converts data types as well.
* **Implicitly**. When possible, the Python interpreter automatically converts a data type - for example, adding an integer to a float yields a float result.

**Note:** Python supports various methods for analyzing and resolving unaccounted data. Learn more in our guide [Handling Missing Data in Python: Causes and Solutions](https://phoenixnap.com/kb/handling-missing-data-in-python).

**Conclusion**

Python provides many built-in data types depending on the use and function of the data stored. Since data types are classes, creating new data types is not a complicated process.

When programming in Python, both [IDEs and Code Editors](https://phoenixnap.com/kb/best-python-ide-code-editor) are useful. Knowing the difference between all the available options and when to use them is crucial for efficient development.

For further reading, learn about the [MySQL data types](https://phoenixnap.com/kb/mysql-data-types).